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I. INTRODUCTION

In recent years, network-based attacks became one of the top concerns for network infrastructure and service outage [1]. To reduce the impact of network-based attacks (e.g, Distributed Denial of Service (DDoS)) multiple attack detection methods [2] and countermeasures have been proposed [3]. In detection and countermeasures, we observe two growing trends. First, flow-based solutions are becoming more and more popular. Second, collaborative approaches, especially among trusted partners, have proven to be a necessary step to counteract large attacks [4]. However, these collaborative approaches do not take into account to exchange threat information in an interoperable, standardized format.

An interoperable format provides accurate, context rich, directed and actionable threat information in a timely manner [5]. In case of an ongoing network-based attack, an interoperable format supports an automatic dissemination of threat information and thus lessens the time to respond [6], [7]. A standardized format ensures the availability of detail and context information and reduces manual processing (e.g. normalization, exchanging data between different systems) [6], [7]. In the last years, several exchange formats (e.g., Incident Object Description Exchange Format (IODEF), Intrusion Detection Message Exchange Format (IDMEF), Abuse Reporting Format (ARF) and Extended Abuse Reporting Format (x-arf) v0.1 and v0.2) have been published [8]. However, it is still a challenge to find a standardized exchange format that is thoroughly validated and tested in full scale of industry trials. A previous study [9] reported that exchange formats are often unknown for network operators. In addition, none of the exchange formats has been used in conjunction with flow-based data.

To overcome the shortcomings of missing flow-based interoperability, this research presents a new exchange format, which we call Flow-based Event Exchange Format (FLEX). FLEX is placed in high-speed networks that use links with a speed of 10 Gbps and higher [10], and use flow export technologies (e.g. Cisco NetFlow, IPFIX) to identify, track and mitigate malicious traffic [9]. Further, FLEX is intended to facilitate the cooperation among network operators and focus on an automated threat information exchange. The contribution that FLEX brings to the state of the art is that it allows the exchange of threat information based on flow data in a structured and unambiguous manner. In addition, since FLEX messages are disseminated using SMTP, FLEX is easy to deploy and it integrates with existing infrastructure.

II. FLEX

The Flow-based Event Exchange Format (FLEX) is based on the x-arf specification draft v0.2 X-XARF:SECURE (henceforth referred to as x-arf). In contrast to x-arf, FLEX uses a generic template system. This generic template system is described by an abstract syntax denoted using the language of Abstract Syntax Notation (ASN.1). Both, the generic template and the abstract syntax of FLEX prevent all ambiguities when being interpreted and handled by an automatic mitigation and response system. Further, FLEX ensures the interoperability with different flow-based export technologies as input source and makes use of both signature and encryption methods to prevent unauthorized access to the security event message at the application layer. FLEX consists of a mail header and an enveloped-data content type. The enveloped-data content type consists of an encrypted content of a signed multipart MIME message and encrypted content-encryption keys for one or more recipients [11]. The enveloped-data content consists of two parts: the first part contains the FLEX container that is signed. The second part conveys the detached signature Cryptographic Message Syntax (CMS) SignedData object. Figure 1 visualizes the components of a FLEX message.

The FLEX container is composed of data arranged in vector form and represented by $F = \{s, s_0, . . . , s_{n_0}, f_0, . . . , f_{n_1}, d_0, . . . , d_{n_2}, c_0, . . . , c_{n_3}\}$, where $s$ represents the settings, $f$ the flow fields of the flow export technology, $d$ additional information provided by the detection engine and $c$ security event related flow data. In addition, the FLEX container uses the Octet Encoding Rules (OER) of ASN.1. In contrast to other encoding rules (e.g., Basic Encoding Rules (BER), Canonical Encoding Rules (CER), Distinguished Encoding Rules (DER)), OER produces a
compact octet-oriented encoding and increases the encoding/decoding speed. Listing 1 shows the ASN.1 structure of a FLEX message and can be read: a FLEX message is defined as a FLEXRecord that consists of a structure (SEQUENCE) with four components: settings, flowfields, detection and correlation. These components are called identifiers. In addition, these identifiers are described by a type. For example, settings denotes data of type Settings and correlation, denotes a list (SEQUENCE OF) of data which are all of type CorrelatedFlows. Besides an identifier and a type, the FLEXRecord contains tags. A tag is a number between square brackets before a type. In order to properly decode a FLEX message and remove all ambiguities a FLEX messages uses explicitly tags.

The first vector stores setting information \((s_0, \ldots, s_{n_0})\) on how to interpret the transmitted data. The settings vector contains a unique message identifier, a description of the event type and the type and version of the flow data. The data representation of the settings vector is described in Listing 2. The flow field types of a flow format are stored in the vector \((f_0, \ldots, f_{n_1})\). The quantity of the flow field types depends on the ASN.1 choice element used to enter the flow data. Thus, FLEX uses a generic template system that provides the capabilities to exchange several flow-based security events. This generic template is shown in Listing 3.

Next, information of a detection engine is stored in the vector \((d_0, \ldots, d_{n_2})\). The detection engine provides additional data such as severity, impact, priority, NAT, reliability, correlated data flow sets and an observation ID. The data representation of the detection engine vector is presented in Listing 4. The last vector \((c_0, \ldots, c_{n_3})\) provides optional data and is composed of unique identification numbers of the correlated flow sets and an identification number of the observation point. The data representation of flows related to this security event is shown in Listing 5. Finally, this FLEX message is placed within the FLEX container that is signed. The encrypted data content consists of both, the FLEX container and the detached signature.
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